![](data:image/png;base64,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)

**De La Salle University • College of Computer Studies**

**Final Paper**

Name (last name first) : Fernandez, Ryan Austin

Poblete, Clarisse Felicia M.

San Pedro, Marc Dominic

Tan, Johansson E.

Section : G01

Date of Submission : April 14, 2016

Different languages could have very different designs or they may have very similar designs, but what is important is whether or not they are usable. To describe the designs of the five languages the group studied for this term, namely C++, C#, Python, Javascript, and Scala, the language’s handling of variables, namely data types, object-oriented design, type binding, scoping, addressing, and lifetime; processing, namely branching and iteration; and subprogram handling, namely parameter passing, named parameters, and optional parameters will be discussed.

C++

C#

Python

Javascript is a loosely typed and interpreted language whose control structures are based off of Java and a very static based variable system.

Its variables are simply of the type “var”. Implicitly, it has Number, Boolean, String, Array, Function, Regex, and Object types. With regards to type checking, Javascript, as much as possible, tries to convert the right hand side of an assignment statement into the left hand side’s type. Otherwise, it just changes the variable type altogether to match the right hand side’s. Javascript has no special collection types to speak of. It only has the native array and object type, the former acting as a possibly heterogeneous collection of individual values, the latter serving as an associative array or hash table that maps strings to a possibly heterogeneous set of values. As a result of not having a special collection type, Javascript has no special iterator construct. The closest is using a for…in loop which assigns the keys to the looping variable for both arrays and objects. Javascript is also object-based, not object oriented. It allows the developer to give objects attributes and methods, but there are no access modifiers, inheritance, method overriding, and method hiding. All of these disciplines will have to be simulated by the developers using certain standards, such as naming conventions for private attributes.

As for the variables themselves, they follow implicit and dynamic type binding. As previously stated, if a new type is assigned to a pre-existing variable, it may change its type. Javascript also follows static scoping. If an undeclared variable is used in a function, it attempts to resolve the variable from the static declarations, not from where the function is called. For example:

var x = 5;

function test() {

var x = 4;

test2();

}

function test2() {

console.log(x);

}

test();

test2();

When test is called, which calls test2, the value printed, x, which is undeclared, is resolved as the x in the global scope, not the x from where the function is called. Most variables have a static address. If a variable is declared inside a function, it gains a stack address unless it shares a name with a global variable, in which case it retains the same address. Static address variables last until the lifetime of the document ends. Stack variables last until the function terminates execution.

Due to its similarity with Java and C, Javascript’s constructs are readable since they very much resemble English statements sans the special characters like parenthesis and semicolon. As for special constructs, Javascript’s switch statements act similarly to C++ and Java’s. Break statements are not enforced, so special care must be taken to prevent a logical error from forgetting to break. For loops are also similar to Java and C++, but Javascript has a special for…in loop which looks like

for(x in collection) {

//do something

}

Which assigns each key to x. For an array, this is simply each index. For an object, it assigns each attribute name to x.

For subprograms’ parameter passing, Javascript follows both pass-by-value and pass-by-reference. When primitive types are passed, they are passed by value. When arrays and objects are passed, they are pass-by-reference, because any changes made in the function are reflected in the original calling environment.

Scala is a compiled language based off of Java. Its variable handling is similar to Java’s albeit less strict; it has rather unique control structures; and it supports functional programming, giving its subprograms handling some special specifications.

For Scala, everything is an Object. Anything that is declared is instantiated in the heap and the address is stored in the declared variable. For native data types, Scala supports Byte/Short/Int/Long, Float/Double, Char, String, Boolean, Unit, Any/Nothing/AnyRef. When declaring, all variables must be initialized with a value. When it comes to type checking, Scala throws errors when two types are not compatible. For special collections, Scala supports Lists, Sets, Maps, Tuples, Options, and Iterators. One point of interest here is the Option type, which is a collection containing exactly one or zero elements. It allows an optional value to be passed to a function, which then performs a check on the Option type to see if it contains a value or not. With regards to Iterators, Scala’s collections may produce an iterator object that acts like a typical iterator with hasNext() : Boolean and next() : Object methods.

As for Objects, Scala is Object Oriented. Using the “class” keyword allows you to define a class and using the “object” keyword allows you to define a singleton. Defining a “class” and an “object” with the same name makes the class a “companion class” of the singleton. Any attributes and methods in the singleton are considered like Java’s static elements. Scala supports access modifiers; private, protected, and public; which act like Java’s. One can also implement scope protection as follows.

package Pack1 {

package Pack2 {

class Sample {

private[Pack1] var1 = null

private[Pack2] var2 = null

}

class Sample2 {

}

}

class Sample3 {

}

}

The variable var1 is accessible in any class inside the package Pack1, which includes any class inside Pack2, namely Sample2 and Sample3. Regarding var2, however; it is only accessible by classes inside Pack2, which is just Sample2. Scala also supports inheritance, especially multiple inheritance. As a result, Scala supports method overriding but unlike Java, Scala requires the use of the “override” keyword like so:

override def sampleMethod : Int = {

//do something

}

To solve the diamond problem that comes with multiple inheritance, Scala follows the implementation of the last superclass declared in the class definition, so in

class Test extends X with Y

Any conflicting methods in X and Y are resolved by following Y and in

class Test2 extends Y with X

Any conflicting methods in X and Y are resolved by following X.

As for handling variables, Scala allows type binding to be Explicit or Implicit. If a type is declared such as

var x : Double = 5

x will be declared as Double, but if x is declared as

var x = 5

the compiler will attempt to resolve the right hand side, in this case, an Int, and that will be x’s implicit type. So if later on, the following assignment is attempted:

x = 4.5

The compiler rejects it because x is an Int but 4.5 is a floating point value. As such, Scala’s type binding is static. It will not attempt to convert x into a Float to fit the 4.5. It will simply throw an error. As for scoping, Scala has a static scope. Only variables declared inside the scope can be accessed, regardless of where functions and methods are called. As for addressing, since everything is an object, fields are declared on the heap. When functions are called, the parameters and local variables are declared on the stack. Object fields die when they are collected by the garbage collector; stack variables die after the function terminates.

Scala has interesting control structures, namely pattern matching and for loops. Since Scala does not support break statements, each case in a pattern matching construct has an implicit break. As such, no fall through is allowed. Multiple values can fall under one case though using either

case <val1> | <val2> => //do something

or

case x : Int if x == <val1> || x == <val2>

Also, variable binding is allowed. In the last code line, if the value being matched can be an Int, it is bound to the variable x and is then put into the if clause that follows. Scala also supports case classes, which is matching objects to particular values of their attributes. For example.

class Test(x : Int, y : Int)

def main(args : Array[String]) {

var x = new Test(1,2)

x match {

case Test(3,4) => //do something

case Test(1,2) => //do something else

}

}

x will be matched to the second case since its x and y values are 1 and 2 like the case class.

Scala’s for loops are also interesting. They do not support the C and Java construct of initialization; condition; increment, but instead allow you to set a range and an increment (default 1). Nesting can also be done in a single statement instead of two statements. Demonstrating these two concepts is this implementation of Bubble Sort.

def bubbleSort(arr:Array[Int]) {

for(i <- arr.size - 1 to 1 by -1; j <- 0 to i - 1 ) {

if( arr(j + 1) < arr(j) ) {

var temp = arr(j)

arr(j) = arr(j + 1)

arr(j + 1) = temp

}

}

}

Scala also supports the foreach construct. Let’s say you have an array. To print each element:

var arr = Array(1,2,3,4)

for(x <- arr ) {

println(x)

}

The yield of a for statement is also supported. Let’s say all even numbers of an array are to be put in another array. This is how it is done.

var even = for{x <- arr; if x % 2 == 0 } yield x

With regards to subprograms, since everything in Scala is an object and as such, all variables actually hold a value pertaining to the address of the object they are referring to, everything in Scala is technically pass-by-value since addresses are merely being passed. Scala also supports named parameters for example:

def test(x : Test,increment:Int) {

x.value += increment

}

Which uses the class

class Test(var value : Int) {

override def toString:String = value.toString

}

So the sample code

var temp = new Test(5)

println(temp)

test(temp,5)

println(temp)

Will work as well as the code

var temp = new Test(5)

println(temp)

test(increment = 5,x = temp)

println(temp)

And both calls perform the same operation. Scala also supports optional parameters. A sample function is

def test(x : Test,increment:Int = 5) {

x.value += increment

}

Which uses the class

class Test(var value : Int) {

override def toString:String = value.toString

}

So the sample code

var temp = new Test(5)

println(temp)

test(temp)

println(temp)

Results in the default value 5 being added while

var temp = new Test(5)

println(temp)

test(temp,1)

println(temp)

Results in the provided value 1 being added.

<Main comparisons and contrasts>

In conclusion, all five languages <conclusion here>.